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ABSTRACT 

In our daily life, web applications have become an integral part. The major challenge of security in web 

applications is SQL inject ion attack which is top ten attacks according to Open Web Application Security Project.           

SQL injection attacks mainly focuses  databases that are accessible through a web front end and take advantage of weak 

points in the input validation logic of web components. In the last few months, vulnerabilities in the application level have 

been explo ited with serious consequences by hackers.  

But there are no correct approaches able to give proper solution to this problem. SQL inject ion attacks can be 

easily prevented by applying more secure authentication schemes in log in page itself. While many approaches have been 

proposed to address the vulnerabilit ies in the web application but which approach is more convenient and can also provide 

fast access to application without compromising security is also major concern. In this paper, we proposed an 

authentication mechanism for web applications which encrypts the user’s data like username and password by using            

SHA-3. 
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INTRODUCTION 

SQL injection vulnerabilit ies have been marked as  most serious threats for Web applications. SQL injection  

vulnerabilities for Web applications [1] may allow an attacker to get complete access to their underlying databases. Since 

these databases often contain sensitive information of the consumer or user, results the security violations like identity 

theft, loss of confidential information, and fraud. In some situations, attackers even use an SQL injection  vulnerability to 

take control and corrupt the resources that hosts the Web application. Web applications which are vulnerable to SQL 

Injection Attacks (SQLIAs) [2] are spread a wide. In general, SQLIAs have successfully focused the high-profile victims  

such as Travelocity, www.FTD.com, and Guess Inc. SQL in jection defines to a class of code-injection attacks in which 

data of the user is included in an SQL query in such that part of the user’s input will treated as SQL code. 

So, to eliminate vulnerabilit ies, developers addressed defensive coding practices but they are not sufficient.         

To prevent the SQLIAs, defensive coding must provides a solution but it is too difficult. In this situation, not only 

developers try to put some controls in their source code but also at tackers are continue to bring some new ways to violate 

these controls. Hence it is difficult to keep developers up to date, according the last and the best  defensive coding practices. 

Implementing the defensive coding is very difficult and require special skills.These problems motivate the need for a 

solution to the SQL inject ion problem.  
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BACKGROUND ON SQLIA 

Definition of SQL Injection Attack 

Generally, web applicat ions now-a-days uses a multi-t ier arch itecture, usually with three tiers: a presentation tier, 

a processing tier and a data tier. The presentation tier is the web interface uses HTTP, the application tier provides the 

software functionality based on the requirement, and the data tier maintains data structured and results to requests from the  

application tier [3]. Many companies developing databases which are SQL-based rely heavily on hardware to ensure the 

required performance [4]. SQL in jection is a type of attack which the attacker adds Structured Query Language code to 

input box of a web form to gain access or make changes to data. SQL injection vulnerability allows an attacker to flow 

commands directly to web application’s underlying database and destroy confidentiality or functionality.  

Why SQL Injection is a Major Threat?  

Injecting a code into the web applicat ion is the synonym of having access to the data stored in the database  [8]. 

The data resided in the database may be confidential and of h igh value like bank secret details or list of transactions etc.   

An unauthorized access to this data resided in the database by a unauthorized user can threat their confidentiality, authority 

and integrity. As a result, the system could bear heavy loss in giving services to its users or it may face complete 

destruction. Sometimes such type of collapse of a system can threaten the existence of a company or a bank or an industry. 

If this type of situation happens against the informat ion system of a hospital, the private information of the patients may be 

leaked out which could threaten their reputation or may be a case of defamation. Attackers may even use such type of 

attack to get confidential information that is related to the national security of a country. Hence, SQL Injection attacks are 

very dangerous in many cases depending on the platform where the attack is launched and it gets success in inject ing rogue 

users to the target system. 

SQLIA PROCESS 

SQLIA is a hacking technique which the attacker or unauthorized person adds SQL statements through input 

fields or hidden parameters of the web application to access the resources. Lack of input validation and lack of security 

measures in web applications causes hacker to successful [6]. For the following example we will assume that a web 

application which receives a HTTP request from a client as input data and generates a SQL statement as output for the 

backend database server. 

 Application presents a form to the attacker 

 Attacker sends an attack in the form data 

 Application forwards attack to the database in a SQL query  

 Database runs query containing attack and sends encrypted results back to the application 

 Application decrypts data as normal and send results to the user. 
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Figure 1: SQL Injection Attacking Process  

 

CONSEQUENCES OF SQLIA 

The results of SQLIA causes severe losses because from the database, a successful SQL in jection can read 

sensitive data, it can modify database, or it can execute administrative operations on the database. The main tradeoffs of 

this vulnerability attacks on the database are on authorization, authentication , confidentiality and integrity [5]. 

Existing Encrypted Systems to Protect Web Applications 

Over the last few years, both the industries and academic institutes doing research to prevent inject ion attacks. 

Following are existing encryption mechanis ms proposed by researchers  in the past. 

 An algorithm which uses both Advance Encryption Standard (AES) and Rivest -Shamir-Adleman (RSA) 

cryptographic encryption algorithms to prevent SQL in jection attacks. In this method, a secret key (unique) is 

fixed or assigned for every client or user. On the other hand, server uses private key and public key combination  

for RSA encryption. In this method, two level of encryption is applied: 

o To encrypt the user name and password provided by user, symmetric key encryption is used with the help of 

user’s secret key. 

o To encrypt the query, this technique uses asymmetric key encryption by using server’s public key. 

The disadvantages of this approach: 

o Difficult to maintain every user secret key  

o No security mechanism at registration phase at client side. 

o Not efficient when large number o f users are accessing the application simultaneously. 

 To encrypt the SQL words, SQL rand uses randomizat ion[7]. The main drawbacks of this approach are 

o Needs an additional proxy. 

o Computational overhead. 
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 Random4 approach is based on SQL rand [10] and randomization algorithm uses the salt concept for converting 

the input into a cipher text. The main flaws in this  are: 

o Use of lookup table that is not an efficient way.  

o Can’t handle second order SQL inject ion attack. 

PROPOSED SYSTEM 

This paper proposes an improved technique for preventing database from SQL injection attacks. In the proposed 

approach, we are encorporating two extra columns in User_details table. The first one is for the hashed value of user name 

and other column for the hashed value of password entered by user. At the time of reg istration, the hashed values for user 

name and password are calculated and stores it in the User_details  table. Whenever user wants to login to the web 

application, the database checks the identity using user name and password and their hash values. These hashed values are 

calculated at runtime using SHA-3 and it is in stored procedure when user wants to login into the database. Generally, 

whenever user enters the user details like user name and password in the fields at login form, the query [9] at the back end 

server will be created. The hashed values are generated by using SHA-3 encryption algorithm. 

The query given was static. So, it can easily be deceived using SQL inject ion and created every time during the 

authentication process. For example, if some one enters the details like user name as " 'OR 1 = 1 – – ", password as 

"Password". The query gives the result as true, as tautology is used in the code. Hence, the authentication process can 

easily be violated through SQL injection. 

In the proposed technique, using SHA-3 first the hashed values of user name and password are calcu lated at 

runtime and checked with stored hash values in the User_details table. In case or the query if a hacker en ters the SQL 

injection query still he/she cannot bypass the authentication process [14]. The advantage of this proposed technique is that 

the hackers do not know what algorithm used for hashing. So, it is not possible for the hacker to violate the authentic ation 

process through the ordinary SQL inject ion techniques  [12]. The SQL in jection attacks can only be done on codes which 

are entered through user login form but the hash values for the data are calculated at run time at backend before creat ing 

SELECT query to the underlying database [13, 15] So, the hacker or unauthorized user cannot calculate the hash values as 

it dynamic at runtime. 

 User Login Form 

 

 SQL Query Containing Input Violation  

Query_result = "SELECT * FROM User_details WHERE name = ''OR 1=1 – – '' AND password= 'Password' 
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 Proposed Technique Which Uses SHA-3  

Query_result = SELECT * FROM User_account WHERE Username_Hash_value="Username_Hash_value" 

AND Password_Hash_value = "Password_Hash_value" AND Username = '' OR 1=1 – – AND password = 'Password' 

ABOUT SHA -3 

SHA-3, belongs to the cryptographic primit ive family(keccak) is a hash function in cryptography designed 

by Guido Bertoni, Joan Daemen, Michaël Peeters, and Gilles Van Assche, building upon Radio Gatún in 2012. 

In this the message blocks are XORed which uses the sponge construction into the initial bits of the state.       

SHA-3contains state consists of 64-bit words of 5×5 array, 1600 bits total. “sponge construction”,are used in SHA -3,              

In these the input can be "absorbed" into the hash state at a given rate, then an output hash is "squeezed" from it at the same 

rate. It take r bits of data for absorb, the XoRed data has the leading bits of the state, then the permutation block is applied. 

The first r bits to be squeeze state are produced as output, if any adiditional output is desired block permutation is applied.  

Central to this is the "capacity" of the hash function, which is the c=25w−r state bits that are not handled by input 

or output. This can be adjusted depend on security requirements, but the SHA-3 proposal sets a conservative c=2n, 

where n is the size of the output hash. Thus  r, the number of message bits processed per block permutation, based on the 

output hash size. To ensure the message can be evenly divided into  r-bit b locks, requires, padding.  

To compute a hash, initialize the state to 0, pad the input, and break it into  r-bit pieces. Absorb the input into the 

state; that is, for each piece, XOR it into the state and then apply the block permutation. After the completion of final b lock 

permutation, the leading n bits of the state are the desired hash. Since r is always greater than n, there is actually never a 

need for additional b lock permutations in the squeezing phase. However, arbitrary output length is  useful in applications 

such as optimal asymmetric encryption padding. In this case, n is a security parameter rather than the output size.  

CONCLUSIONS 

In this paper, we proposed new authentication technique which protects the web applications at the user validation 

page by using SHA-3 algorithm. This technique is tested on sample data of different user details in user details table and it 

takes less time to produce hash values when compared with existing systems and protects the web applications from the 

vulnerabilities like SQL in jection attack.  
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